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**Цель работы:**

Ознакомиться с взаимодейтсвием серверов в Node.js.

Ознакомиться с особенностями и базовыми принципами программирования на Prolog.

* **Задание 1**

Создать сервер **А**. На стороне сервера хранится файл с содержимым в формате **JSON**. При получении запроса на **/insert/record** идёт добавление записи в файл. При получении запроса на **/select/record** идёт получение записи из файла. Каждая запись хранит информацию о машине (*название* и *стоимость*).

Создать сервер **Б**. На стороне сервера хранится файл с содержимым в формате **JSON**. Каждая запись в файле хранит информацию о складе и массиве машин, находящихся на данном складе. То есть каждая запись хранит в себе название склада (*строку*) и массив названий машин (*массив строк*). При получении запроса на **/insert/record** идёт добавление записи в файл. При получении запроса на **/select/record** идёт получение записи из файла.

Создать сервер **C**. Сервер выдаёт пользователю страницы с формами для ввода информации. При этом сервер взаимодействует с серверами **А** и **Б**. Реализовать для пользователя функции:

* создание нового типа машины
* получение информации о стоимости машины по её типу
* создание нового склада с находящимися в нём машинами
* получение информации о машинах на складе по названию склада

Реализовать удобный для пользователя интерфейс взаимодействия с системой (использовать поля ввода и кнопки).

**Код программы:**

1. "use strict";
3. **class** ServerA {
4. **static** fs = require("fs");
5. **static** express = require("express");
7. constructor(port) {
8. **this**.app = ServerA.express();
9. **this**.port = port;
11. **try** {
12. **this**.app.listen(**this**);
13. console.log(` Starting server on port ${**this**.port}... `);
14. } **catch** (error) {
15. console.log(" Failure while starting server!");
16. **throw** **new** Error(' Port is unavalible!');
17. }
19. **this**.app.use(**this**.getHeaders);
20. **this**.app.use(ServerA.express.**static**(\_\_dirname + '/static'));
21. **this**.app.post('/insert/record', **this**.insertRecord);
22. **this**.app.post('/select/record', **this**.selectRecord);
23. console.log(" Server started succesfully!");
24. }
26. getHeaders(request, response, next) {
27. response.header("Cache-Control", "no-cache, no-store, must-revalidate");
28. response.header("Access-Control-Allow-Headers", "Origin, X-Requested-With, Content-Type, Accept");
29. response.header("Access-Control-Allow-Origin", "\*");
30. next();
31. }
33. insertRecord(request, response) {
34. **function** loadBody(request, callback) {
35. let body = [];
36. request.on('data', (chunk) => {
37. body.push(chunk);
38. }).on('end', () => {
39. body = Buffer.concat(body).toString();
40. callback(body);
41. });
42. }
44. loadBody(request, **function**(body) {
45. **const** obj = JSON.parse(body);
46. **const** name = obj.name;
47. **const** price = obj.price;
49. **const** storage\_path = "data/cars.json";
50. **const** fd = ServerA.fs.readFileSync(storage\_path, "utf8")
51. let storage = fd.length ? **new** Map(JSON.parse(fd)) : **new** Map();
53. **const** name\_exists = storage.has(name);
55. let added = **false**;
57. **if** (!name\_exists) {
58. added = **true**;
59. storage.set(name, price);
60. ServerA.fs.writeFileSync(storage\_path, JSON.stringify([...storage]));
61. }
63. response.end(JSON.stringify({answer: added}));
64. });
65. }
67. selectRecord(request, response) {
68. **function** loadBody(request, callback) {
69. let body = [];
70. request.on('data', (chunk) => {
71. body.push(chunk);
72. }).on('end', () => {
73. body = Buffer.concat(body).toString();
74. callback(body);
75. });
76. }
78. loadBody(request, **function**(body) {
79. **const** obj = JSON.parse(body);
80. **const** name = obj.name;
82. **const** storage\_path = "data/cars.json";
83. **const** fd = ServerA.fs.readFileSync(storage\_path, "utf8")
84. let storage = fd.length ? **new** Map(JSON.parse(fd)) : **new** Map();
86. let found = **false**;
87. let price;
89. **if** (storage.has(name)) {
90. found = **true**;
91. price = storage.get(name);
92. }
94. response.end(JSON.stringify({answer: found,
95. price: price}));
96. });
97. }
98. }
100. **class** ServerB {
101. **static** fs = require("fs");
102. **static** express = require("express");
104. constructor(port) {
105. **this**.app = ServerB.express();
106. **this**.port = port;
108. **try** {
109. **this**.app.listen(**this**);
110. console.log(` Starting server on port ${**this**.port}... `);
111. } **catch** (error) {
112. console.log(" Failure while starting server!");
113. **throw** **new** Error(' Port is unavalible!');
114. }
116. **this**.app.use(**this**.getHeaders);
117. **this**.app.use(ServerB.express.**static**(\_\_dirname + '/static'));
118. **this**.app.post('/insert/record' , **this**.insertRecord);
119. **this**.app.post('/select/record', **this**.selectRecord);
120. console.log(" Server started succesfully!");
121. }
123. getHeaders(request, response, next) {
124. response.header("Cache-Control", "no-cache, no-store, must-revalidate");
125. response.header("Access-Control-Allow-Headers", "Origin, X-Requested-With, Content-Type, Accept");
126. response.header("Access-Control-Allow-Origin", "\*");
127. next();
128. }
130. loadBody(request, callback) {
131. let body = [];
132. request.on('data', (chunk) => {
133. body.push(chunk);
134. }).on('end', () => {
135. body = Buffer.concat(body).toString();
136. callback(body);
137. });
138. }
140. insertRecord(request, response) {
141. **function** loadBody(request, callback) {
142. let body = [];
143. request.on('data', (chunk) => {
144. body.push(chunk);
145. }).on('end', () => {
146. body = Buffer.concat(body).toString();
147. callback(body);
148. });
149. }
151. console.log(1);
152. loadBody(request, **function**(body) {
153. **const** obj = JSON.parse(body);
154. **const** name = obj.name;
155. **const** cars = obj.cars;
157. **const** storage\_path = "data/storage.json";
158. **const** fd = ServerB.fs.readFileSync(storage\_path, "utf8")
159. let storage = fd.length ? **new** Map(JSON.parse(fd)) : **new** Map();
161. console.log(name, cars);
162. console.log(storage);
164. **const** name\_exists = storage.has(name);
166. let added = **false**;
168. **if** (!name\_exists) {
169. added = **true**;
170. storage.set(name, cars);
171. ServerB.fs.writeFileSync(storage\_path, JSON.stringify([...storage]));
172. }
174. response.end(JSON.stringify({answer: added}));
175. });
176. }
178. selectRecord(request, response) {
179. **function** loadBody(request, callback) {
180. let body = [];
181. request.on('data', (chunk) => {
182. body.push(chunk);
183. }).on('end', () => {
184. body = Buffer.concat(body).toString();
185. callback(body);
186. });
187. }
189. loadBody(request, **function**(body) {
190. **const** obj = JSON.parse(body);
191. **const** name = obj.name;
193. **const** storage\_path = "data/storage.json";
194. **const** fd = ServerB.fs.readFileSync(storage\_path, "utf8")
195. let storage = fd.length ? **new** Map(JSON.parse(fd)) : **new** Map();
197. let found = **false**;
198. let cars;
200. **if** (storage.has(name)) {
201. found = **true**;
202. cars = storage.get(name);
203. }
205. response.end(JSON.stringify({answer: found,
206. cars: cars}));
207. });
208. }
209. }
211. **class** ServerC {
212. **static** fs = require("fs");
213. **static** express = require("express");
215. constructor(port) {
216. **this**.app = ServerC.express();
217. **this**.port = port;
219. **try** {
220. **this**.app.listen(**this**);
221. console.log(` Starting server on port ${**this**.port}... `);
222. } **catch** (error) {
223. console.log(" Failure while starting server!");
224. **throw** **new** Error(' Port is unavalible!');
225. }
227. **this**.app.use(**this**.getHeaders);
228. **this**.app.use(ServerC.express.**static**(\_\_dirname + "/static"));
229. **this**.app.post('/add\_car', **this**.addCar);
230. **this**.app.get('/get\_car', **this**.getCar);
231. **this**.app.post('/add\_storage', **this**.addStorage);
232. **this**.app.get('/get\_storage', **this**.getStorage);
233. **this**.app.get('/Task71', **this**.startTask7);
234. console.log(" Server started succesfully!");
235. }
237. getHeaders(request, response, next) {
238. response.header("Cache-Control", "no-cache, no-store, must-revalidate");
239. response.header("Access-Control-Allow-Headers", "Origin, X-Requested-With, Content-Type, Accept");
240. response.header("Access-Control-Allow-Origin", "\*");
241. next();
242. }
244. startTask7(request, response) {
245. **const** nameString = "./C/71C.html";
246. **if** (fs.existsSync(nameString)) {
247. **const** contentString = fs.readFileSync(nameString, "utf8");
248. response.end(contentString);
249. }
250. response.end(JSON.stringify({result: "page not found"}));
252. };

255. addCar(request, response) {
256. **const** name = request.query.name;
257. **const** price = request.query.price;
259. **function** sendPost(url, body, callback) {
260. **const** headers = {};
261. **const** requests = require("request");
263. headers["Cache-Control"] = "no-cache, no-store, must-revalidate";
264. headers["Connection"] = "close";
266. requests.post({
267. url: url,
268. body: body,
269. headers: headers
270. }, **function**(error, response, body) {
271. **if** (error) {
272. callback(**null**);
273. } **else** {
274. callback(body);
275. }
276. });
277. }
279. sendPost("http://localhost:5015/insert/record",
280. JSON.stringify({name: name,
281. price: price
282. }), **function**(answerString) {
283. response.end(answerString);
284. });
285. }
287. getCar(request, response) {
288. **const** name = request.query.name;
290. **function** sendPost(url, body, callback) {
291. **const** headers = {};
292. **const** requests = require("request");
294. headers["Cache-Control"] = "no-cache, no-store, must-revalidate";
295. headers["Connection"] = "close";
297. requests.post({
298. url: url,
299. body: body,
300. headers: headers
301. }, **function**(error, response, body) {
302. **if** (error) {
303. callback(**null**);
304. } **else** {
305. callback(body);
306. }
307. });
308. }
310. sendPost("http://localhost:5015/select/record",
311. JSON.stringify({name: name}),
312. **function**(answerString) {
313. response.end(answerString);
314. });
315. }
317. addStorage(request, response) {
318. **const** name = request.query.name;
319. **const** cars = request.query.cars;
321. **function** sendPost(url, body, callback) {
322. **const** headers = {};
323. **const** requests = require("request");
324. headers["Cache-Control"] = "no-cache, no-store, must-revalidate";
325. headers["Connection"] = "close";
327. requests.post({
328. url: url,
329. body: body,
330. headers: headers
331. }, **function**(error, response, body) {
332. **if** (error) {
333. callback(**null**);
334. } **else** {
335. callback(body);
336. }
337. });
338. }
340. sendPost("http://localhost:5020/insert/record",
341. JSON.stringify({name: name,
342. cars: cars}),
343. **function**(answerString) {
344. response.end(answerString);
345. });
346. }
348. getStorage(request, response) {
349. **const** name = request.query.name;
350. **const** requests = require("request");
352. **function** sendPost(url, body, callback) {
353. **const** headers = {};
354. headers["Cache-Control"] = "no-cache, no-store, must-revalidate";
355. headers["Connection"] = "close";
357. requests.post({
358. url: url,
359. body: body,
360. headers: headers
361. }, **function**(error, response, body) {
362. **if** (error) {
363. callback(**null**);
364. } **else** {
365. callback(body);
366. }
367. });
368. }
370. sendPost("http://localhost:5020/select/record",
371. JSON.stringify({name: name}),
372. **function**(answerString) {
373. response.end(answerString);
374. });
375. }
376. }
378. let serverA = **new** ServerA(5000);
379. let serverB = **new** ServerB(5002);
380. let serverC = **new** ServerC(5004);

**./static/html/71C.html**

1. <!DOCTYPE html**>**
2. **<html>**
3. **<head>**
4. **<meta** charset="UTF-8"**>**
5. **<title>** Task 7.1**</title>**
6. **<link** rel="stylesheet" type="text/css" href="
7. /stylesheets/style.css" **/>**
8. **</head>**
9. **<body>**
10. **<h1>**Task 7.1**</h1>**
12. **<button** onclick="btn1Clicked()"**>**Добавление машины**</button>**
13. **<button** onclick="btn2Clicked()"**>**Получение машины**</button>**
14. **<button** onclick="btn3Clicked()"**>**Добавление склада**</button>**
15. **<button** onclick="btn4Clicked()"**>**Получение склада**</button>**
17. **<script>**
18. function btn1Clicked() {
19. location.replace("http://localhost:5025/html/add\_car.html")
20. }
21. function btn2Clicked() {
22. location.replace("http://localhost:5025/html/get\_car.html")
23. }
24. function btn3Clicked() {
25. location.replace("http://localhost:5025/html/add\_storage.html")
26. }
27. function btn4Clicked() {
28. location.replace("http://localhost:5025/html/get\_storage.html")
29. }
30. **</script>**
32. **</body>**
33. **</html>**

**/static/html/add\_car.html**

1. <!DOCTYPE html**>**
2. **<html>**
3. **<head>**
4. **<meta** charset="UTF-8"**>**
5. **<title>**Добавить машину**</title>**
6. **<link** rel="stylesheet" type="text/css" href="
7. /stylesheets/style.css" **/>**
8. **</head>**
9. **<body>**
10. **<h1>**Добавление машины**</h1>**
12. **<p>**Введите название машины**</p>**
13. **<input** id="name\_input" type="text" spellcheck="false" autocomplete="off"**>**
15. **<p>**Введите стоимость машины**</p>**
16. **<input** id="price\_input" type="text" spellcheck="false" autocomplete="off"**>**
18. **<br><br>**
20. **<div** id="add\_btn" class="btn-class"**>**Добавить машину**</div>**
22. **<br><br>**
24. **<div** id="back\_btn" class="btn-class"**>**Back**</div>**
26. **<br><br>**
28. **<h5** id="result\_label"**></h5>**
29. **<script** src="/scripts/add\_car.js"**></script>**
30. **</body>**
31. **</html>**

**./static/html/get\_car.html**

1. <!DOCTYPE html**>**
2. **<html>**
3. **<head>**
4. **<meta** charset="UTF-8"**>**
5. **<title>**Найти машину**</title>**
6. **<link** rel="stylesheet" type="text/css" href="
7. /stylesheets/style.css" **/>**
8. **</head>**
9. **<body>**
10. **<h1>**Получение машины**</h1>**
12. **<p>**Введите название машины**</p>**
13. **<input** id="name\_input" type="text" spellcheck="false" autocomplete="off"**>**
15. **<br><br>**
17. **<div** id="add\_btn" class="btn-class"**>**Найти машину**</div>**
19. **<br><br>**
21. **<div** id="back\_btn" class="btn-class"**>**Back**</div>**
23. **<br><br>**
25. **<h5** id="result\_label"**></h5>**
26. **<script** src="/scripts/get\_car.js"**></script>**
27. **</body>**
28. **</html>**

**./static/html/add\_storage.html**

1. <!DOCTYPE html**>**
2. **<html>**
3. **<head>**
4. **<meta** charset="UTF-8"**>**
5. **<title>**Добавить склад**</title>**
6. **<link** rel="stylesheet" type="text/css" href="
7. /stylesheets/style.css" **/>**
8. **</head>**
9. **<body>**
10. **<h1>**Добавление склада**</h1>**
12. **<p>**Введите название склада**</p>**
13. **<input** id="name\_input" type="text" spellcheck="false" autocomplete="off"**>**
15. **<p>**Введите список машин**</p>**
16. **<input** id="cars\_input" type="text" spellcheck="false" autocomplete="off"**>**
18. **<br><br>**
20. **<div** id="add\_btn" class="btn-class"**>**Добавить склад**</div>**
22. **<br><br>**
24. **<div** id="back\_btn" class="btn-class"**>**Back**</div>**
26. **<br><br>**
28. **<h5** id="result\_label"**></h5>**
29. **<script** src="/scripts/add\_storage.js"**></script>**
30. **</body>**
31. **</html>**

**./static/html/get\_storage.html**

1. <!DOCTYPE html**>**
2. **<html>**
3. **<head>**
4. **<meta** charset="UTF-8"**>**
5. **<title>**Найти склад**</title>**
6. **<link** rel="stylesheet" type="text/css" href="
7. /stylesheets/style.css" **/>**
8. **</head>**
9. **<body>**
10. **<h1>**Получение склада**</h1>**
12. **<p>**Введите название склада**</p>**
13. **<input** id="name\_input" type="text" spellcheck="false" autocomplete="off"**>**
15. **<br><br>**
17. **<div** id="add\_btn" class="btn-class"**>**Найти склад**</div>**
19. **<br><br>**
21. **<div** id="back\_btn" class="btn-class"**>**Back**</div>**
23. **<br><br>**
25. **<h5** id="result\_label"**></h5>**
26. **<script** src="/scripts/get\_storage.js"**></script>**
27. **</body>**
28. **</html>**

**./static/css/style.css**

1. body {
2. **padding**: 30px;
3. **background**: burlywood;
4. **font-family**: Geneva, Arial, Helvetica, sans-serif;
5. }
7. .btn-class {
8. **padding**: 6px;
9. **background-color**: #4CAF50;
10. **color**: white;
11. **cursor**: pointer;
12. **display**: inline-block;
13. border-radius: 12px;
14. }
16. button {
17. **background-color**: #4CAF50;
18. **border**: none;
19. **color**: white;
20. **padding**: 15px 32px;
21. **text-align**: center;
22. **text-decoration**: none;
23. **display**: inline-block;
24. **font-size**: 16px;
25. border-radius: 12px;
26. }

**http://localhost:5004/html/71C.html**
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* **Задание 2**

Написать скрипт, который принимает на вход число и считает его факториал. Скрипт должен получать параметр через **process.argv**.

Написать скрипт, который принимает на вход массив чисел и выводит на экран факториал каждого числа из массива. Скрипт принимает параметры через **process.argv**.

При решении задачи вызывать скрипт вычисления факториала через **execSync**.

Код программы

**Fact.js**

1. "use strict";
3. **const** nStr = "" + process.argv[2];
4. **const** nInt = parseInt(nStr);
6. let s = 1;
7. **for** (let i = 1; i <= nInt; i++)
8. s \*= i;
10. console.log("" + s);

**Task72\_1.js**

1. "use strict";
3. **const** execSync = require('child\_process').execSync;
5. **function** useCmd(s) {
6. **const** options = {encoding: 'utf8'};
7. **const** cmd = s.toString();
8. **const** answer = execSync(cmd, options);
9. **return** answer.toString();
10. }


14. // получаем параметры скрипта
15. **const** nStr = process.argv[2];
17. **const** factCommand = `node fact.js ${nStr}`;
18. let fact = useCmd(factCommand);
19. fact = parseInt(fact);
20. console.log(`Result: ${nStr}! = ${fact}`);

**Task72\_2.js**

1. "use strict";
3. **const** execSync = require('child\_process').execSync;
5. **function** useCmd(s) {
6. **const** options = {encoding: 'utf8'};
7. **const** cmd = s.toString();
8. **const** answer = execSync(cmd, options);
9. **return** answer.toString();
10. }

13. **const** len = process.argv.length;
14. **var** arr = [];
15. **for** (let i = 2; i < len; i++){
16. **const** nStr = process.argv[i];
17. **const** factCommand = `node fact.js ${nStr}`;
18. let fact = useCmd(factCommand);
19. fact = parseInt(fact);
20. console.log(`${nStr}! = ${fact}`);
21. }

**Результаты тестирования**
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* **Задание 3**

С клавиатуры считываются числа **A** и **B**. Необходимо вывести на экран все **числа Фибоначчи**, которые принадлежат отрезку от **A** до **B**.

**Код программы**

1. ok.
3. writeNumber(X) :-
4. X\_NEW is X,
5. write(X\_NEW),
6. write("\n").
8. writetmp(X, A, B) :-
9. X >= A,
10. X =< B,
11. writeNumber(X).
13. writetmp(X, A, B):- ok.
15. fibo(A, B, S) :-
16. findfibo(S, Res),
17. Res =< B,
18. writetmp(Res, A, B),
19. S\_NEW is S + 1,
20. fibo(A, B, S\_NEW); ok.

23. fib(A, B) :- fibo(A, B, 0); ok.
25. findfibo(0, 1) :- !.
26. findfibo(1, 1) :- !.
27. findfibo(N, F) :-
28. N > 1,
29. N1 is N-1,
30. N2 is N-2,
31. findfibo(N1, F1),
32. findfibo(N2, F2),
33. F is F1+F2.
35. start :- write("Number 1: "), nl,
36. read(A), nl,
37. ![](data:image/png;base64,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)     write("Number 2: "), nl,
38. read(B), nl,
39. fib(A, B), nl.

**Результаты тестирования**

* **Задание 4**

С клавиатуры считываются числа **A** и **B**. Необходимо вывести на экран все числа, **квадратный корень которых является целым числом**. При этом, необходимо вывести только числа, которые принадлежат отрезку от **A** до **B**.

**Код программы**

1. ok.
3. writeNumber(X) :-
4. X\_NEW is X,
5. write(X\_NEW),
6. write("\n").
8. start :-
9. write("Number 1: "), nl,
10. read(A), nl,
11. write("Number 2: "), nl,
12. read(B), nl,
13. A >= 0,
14. B >= A,
15. find(A, B), nl.
17. find\_square(A, B) :-
18. Tmp is A \* A,
19. writeNumber(Tmp),
20. A < B,
21. A\_NEW is A + 1,
22. find\_square(A\_NEW, B); ok.
24. find(A, B) :-
25. A1 is ceiling(sqrt(A)),
26. B1 is floor(sqrt(B)),
27. find\_square(A1, B1); ok.

![](data:image/png;base64,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)**Результаты тестирования**

* **Задание 5**

С клавиатуры считываются числа **A**, **B** и **C**. Необходимо вывести на экран все числа, которые принадлежат отрезку от **A** до **B** и **делятся на** **C** **без остатка**. Также надо вывести на экран **сумму** полученных чисел.

**Код программы**

1. ok.
3. writeNumber(X) :-
4. X\_NEW is X,
5. write(X\_NEW),
6. write("\n").
8. writecmp(S, A, B) :-
9. A =:= B,
10. write("Sum = "),
11. writeNumber(S).
13. writecmp(S, A, B) :- ok.
15. start :- write("Number 1: "), nl,
16. read(A), nl,
17. write("Number 2: "), nl,
18. read(B), nl,
19. write("Number 3: "), nl,
20. read(C), nl,
22. find(A, B, C), nl.
24. find\_sum(A, B, C, SUM) :-
25. Tmp is A \* C,
26. writeNumber(Tmp),
27. SUM\_NEW is SUM + Tmp,
28. writecmp(SUM\_NEW, A, B),
30. A\_NEW is A + 1,
31. A\_NEW =< B,
32. find\_sum(A\_NEW, B, C, SUM\_NEW);ok.
34. find(A, B, C) :-
35. A1 is ceiling(A / C),
36. B1 is floor(B / C),
37. ![](data:image/png;base64,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)    find\_sum(A1, B1, C, 0); ok.

**Результаты тестирования**